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Abstract –  

In today's world, where digital communication and data storage are booming, there's a huge demand 

for cryptographic tools that are both fast and secure. In this study, we suggest a new way to make the 

ChaCha20 algorithm faster and safer by teaming it up with the key exchange protocol. By putting them 

together, we hope to make a cryptographic tool that's both speedy and tough. We've done tests and 

analysis by python code to show that our idea works well, making ChaCha20 more secure without 

slowing it down. This could be a big step forward in keeping our digital stuff safe while keeping it fast. 

 

I. Introduction 

In today's digital world, where we share information online and store data on computers and 

phones, keeping our information safe is really important. Cryptographic algorithms are like secret 

codes that protect our messages and data from being seen by people who shouldn't see them. One 

popular algorithm, called ChaCha20, is known for being fast and efficient. It's used in things like 

messaging apps and securing data on our devices.  

 

However, even though ChaCha20 is fast, there are some concerns about how safe it is against certain 

kinds of attacks. Also, with the rise of super-powerful quantum computers, there's a worry that even 

our best cryptographic methods might not be safe anymore. 

To tackle these challenges, we came up with an idea; why not combine ChaCha20 with another key 

exchange mechanism X25519? X25519 with ChaCha20 is considered robust against quantum attacks 

due to the security properties of ECC and the symmetric encryption provided by ChaCha20. These 

algorithms are currently among the recommended choices for post-quantum security in cryptographic 

protocols, we hope to create a new system that's both quick and super secure. 

In this paper, we'll explain how ChaCha20 work separately, and also with X25519 together. We'll also 

test our new combined system to see if it's faster and safer than just using ChaCha20 on its own. Our 

goal is to make it easier for people to keep their information safe in the digital world, even as 

technology keeps advancing. By mixing ChaCha20 with X25519, we're aiming to create a new tool 

that's both speedy and super secure for protecting our digital lives. 

 

II. Literature Survey 

Nasratullah Ghafoori, Atsuko Miyaji “Higher Order Differential-Linear Cryptanalysis of ChaCha20 

Stream Cipher” The paper delves into advanced differential-linear cryptanalysis techniques applied to 

the ChaCha20 stream cipher, revealing vulnerabilities in reduced-round versions. It rigorously 

examines the cipher's susceptibility to higher-order attacks, offering valuable insights into its security 

margins. 

Limitations: The higher-order differential-linear attacks on ChaCha20 can be computationally 

intensive, making them impractical for real-world applications due to their high complexity. These 

analyses may slow down the encryption/decryption process due to the additional overhead required. 

Thus restricting their general applicability and impact on ChaCha20's overall security. 

https://ieeexplore.ieee.org/author/795747900875440
https://ieeexplore.ieee.org/document/10410840/
https://ieeexplore.ieee.org/document/10410840/


72                                                      Vol.19, No.02(I), July-December :  2024 

 

Nitin Kumar Sharma, Sabyasachi Dey  “Analyzing the Probability of Key Recovery in the Differential 

Attacks against  ChaCha20”  

This paper focuses on probabilistic analysis to assess the likelihood of key recovery in differential 

attacks against ChaCha20. While it contributes to understanding ChaCha20's security profile, its direct 

applicability to real-world cryptographic practice may be constrained by the scope of probabilistic 

bounds versus practical exploitability. 

Limitations: Analysing the probability of key recovery in differential attacks against ChaCha20 can be 

computationally demanding, reducing the feasibility of these attacks in real-world scenarios. The 

required computational resources can significantly slow down the encryption and decryption 

processes. Additionally, the practical success of such attacks relies heavily on specific conditions and 

assumptions that may not always be met. As a result, the general applicability and impact of these 

attacks on ChaCha20's overall security remain limited. 

 

III. Proposed Research 

For improved speed and security in cryptographic applications, the approach we propose 

combines the X25519 elliptic curve key exchange protocol with the ChaCha20 encryption algorithm.  

For symmetric encryption operations, ChaCha20 is used because of its high performance and 

adaptability to timing attacks, which guarantees effective data processing. Simultaneously, X25519 

enables safe key exchange between parties in communication, utilizing its resilience against known 

classical and possible future quantum cryptography attacks. Our solution enhances computing 

performance and strengthens data secrecy and integrity across various communication channels and 

applications by merging these technologies. 

 
 

IV. Performance and Analysis 

Let’s see the performance of ChaCha20 with X25519 respect to its speed and security in 

cryptographic operations by implementing it on python. 

Execution time: 

 The speed and effectiveness of secure communications are significantly impacted by the 

execution time of cryptographic algorithms. Reduce latency, boost system performance, and enhance 

user experience with faster encryption and decoding. Strong security is ensured by evaluating 

execution time, which allows algorithms like ChaCha20 in addition to X25519 to be used in high-

demand situations without sacrificing performance. 

https://ieeexplore.ieee.org/author/37089908587
https://ieeexplore.ieee.org/author/37089485270
https://ieeexplore.ieee.org/document/10458141/
https://ieeexplore.ieee.org/document/10458141/
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This is the execution time in python using only ChaCha20 algorithm without X25519. 

When using ChaCha20 algorithm there is only encryption and decryption time.  

 

 
This is the execution time in python using ChaCha20 algorithm with X25519. When using 

both ChaCha20 algorithm and X25519 there is Shared secret time, Key derivation time, 

Encryption and Decryption time. 

 

Comparison: 

 
While comparing both ChaCha20 alone and ChaCha20 with X25519 we can see the time 

taken for ChaCha20 alone is more when compare to ChaCha20 with X25519. 

 

Security Measures: 

 Cryptographic algorithms need security features to guarantee the authenticity, integrity, and 

confidentiality of data. Strong security measures guard against intrusions including tampering, 

eavesdropping, and illegal access. System security is improved by putting safe key exchange protocols 

like X25519 and powerful encryption algorithms like ChaCha20 into practice.  

 

Feature With X25519 Without X25519 

Key Exchange Security Strong N/A 

Forward Secrecy Yes No 

Key Distribution Securely Derived Pre-shared Key 

Needed 

Resilience to Attacks High Moderate 

Man-in-the-Middle Protection Yes No 

Key Management Complexity Low High 
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The above table shows that by offering powerful elliptic curve-based key exchange that ensures 

forward secrecy and good defence against man-in-the-middle attacks. The system depends on pre-

shared keys in the absence of X25519, which can complicate key management and make it less 

resistant to some assaults. All things considered, adding X25519 greatly improves the system's 

cryptographic security. 

Security with X25519: Forward secrecy and a safe shared key are assured by the X25519 key 

exchange. Previous conversation is safe even if one key is stolen. This configuration survives standard 

attacks on key exchange protocols. 

 

Security without X25519: The same degree of protection is not offered when using a pre-shared key 

without X25519. There is no forward secrecy and the key needs to be transferred safely. Every 

communication is decryptable in the event that the key is compromised. Attacks are more likely to 

succeed using this strategy. 

 

V. Conclusion 

In this paper, a reliable and effective method for secure communications is offered by the 

combination of the X25519 key exchange protocol with the ChaCha20 encryption algorithm. High 

performance and improved security are ensured by combining the robust security features of X25519 

with the speed and ease of use of ChaCha20. The implementation shows how current cryptographic 

approaches can be used to effectively safeguard sensitive data from attackers. In general, this strategy 

highlights how crucial it is to combine many cryptographic techniques in order to attain the best 

security and efficiency in modern digital communication systems. 
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